**Doctor Self Study**

**Design Document:**

This application uses databases to organize and store information about Users, Questions, Assignments, and Administrators in a way that allows the application to know when to send out links to a particular user to answer a particular question. It uses a CRUD (Create Read Update Delete) system to manage these items while providing back-end algorithms to associate questions with the appropriate users and mail out links for the users to respond.

**Basic Rails application structure:**

The application is structured using the Ruby on Rails MVC architecture and leveraging the powerful Rails Active Record class for seamless automated database interaction. Active Records play the role of a Model in the MVC architecture and define the behavior of each Active Record. They define methods for manipulating the state of these objects. The controllers inherit from the Rails Application controller class and control how the application responds to specific requests in the form of URLs. Each Controller defines how an Active Record responds to such requests and sets up the state so that the View can display properly. An example of an Action in a URL would be Questions/index. This refers to the index action in the Questions controller. The controller would in this case set up an instance variable @questions, which would contain a list of all the instances of the ActiveRecord Question stored in the Questions table in the database. This instance variable would be referenced in the index view. Views in Ruby on rails are structured as embedded Ruby files that generate HTML and represent the response to a request. These are for the most part HTML files but with the ability to embed ruby code and algorithmically generate HTML. A typical request is processed using the Routing file Routes.rb, which matches the request to the correct controller and action. The action in the controller uses Active Record methods to set up state variables for the View to use, and responds with the proper view, whose embedded ruby is resolved to HTML and which processes using the state set up in the controller. I strongly recommend the Lynda.com Ruby on Rails 3 essential training tutorial for anyone interested in learning this framework.

**Application pieces:**

Our application maintains 4 Active record objects: Admins, Users, Questions, and Assignments. Users represent the residents that are responding to questions sent by the doctors. Questions represent the individual questions which are assigned to groups of users. Admins represent the Doctors who are managing the website and creating the questions. Finally, Assignments represent a User Question pair, that is a unique link between a user and a question and keeps track of that user’s performance and history specific to that question.

Example system with 2 users and 3 questions. In this example each question is assigned to all users.

![](data:image/png;base64,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)

Users are classified by their year and rotation, representing what point they are at in their residency. The doctors categorize the questions they create by which rotation and user they want to assign the question to. In both the user class and model class, there are methods for creating assignments based on a user’s rotation and year. These are implemented as call backs. Rails call backs allow the developer to specify methods that should be called during certain points in the lifecycle of an active record instance. In this case the methods that create assignments are run after a record is created and every time it saves. Thus, when a user or question is created, the application will automatically generate an assignment between the appropriate users and question, and whenever a user or question is updated, the application will re-assign the questions in case the rotation or year parameters have changed while preserving assignments that have been answered in the past.

**Access and Authentication**

In addition to the 4 active records and their respective controllers and view files, we also have an Access controller, which contains the functionality for user and admin authentication and logging in and out, as well as a main menu screen, which links to the action in the different controllers. There is no Active Record Model associated with the access controller. Instead, the Access controller contains a few utility forms and menu actions for logging in logging out and displaying the main menu.

Authentication in our application is slightly complicated. Passwords are entered plain text when creating a user or Admin user. We use a callback that will detect the presence of this password parameter, a value that is only persistent in the model and not in the database and follow the following steps to encrypt and save:

1. Use a combination of the username and some random text to generate salt, a random and unique set of characters that we add to the user’s password to make the encryption process more secure.
2. Encrypt the salt for even more randomization and save the salt to the database.
3. Combine the salt and the password and encrypt that phrase and store that hashed phrase in the database.

In order to authenticate during login, the model uses the saved salt with the password the user entered and encrypts it using the same algorithm described above, and then compares the resulting hash with the hashed password stored in the database. If successful the authenticate method will return a user or admin user object, and will write the user id and admin status to the session file. Subsequent controllers use these parameters in the session file to confirm whether the user is logged in and redirects to the login page if not. Some pages require an admin user to be logged in while others can be accessed by users. The session file keeps track of boolean that determines whether the user is an admin to decide whether the user has permissions to view the page.

**Scheduling and Resque Scheduler:**

Scheduling refers to the way in which questions are pushed to the residents. Each question object has a schedule item stored in the database which specifies the time at which it should become available to the user. Scheduling is implemented using Resque scheduler, an open source ruby gem which is build off of the open source gem Resque, which in turn depends on a paid service called redis. Thankfully the Resque functionality can function at the level of the free (nano) tier and requires no payments.

Redis is an object database service on which Resque relies on to store Ruby objects while they are waiting to be performed (as opposed to running immediately on the server). Resque operates on the basis of jobs, which are small ruby classes that define a single action to be performed. Typically these represent a background job like sending an email (in our case) or uploading files or updating some table. Resque organizes these jobs into ‘queues’ on the Redis server and a resque process (a “worker:” rake Resque:work from command line) running in the background on the server will process the job as soon as it can. Resque Scheduler builds on this functionality by using multiple queues. In addition to using a queue from which the worker pulls jobs to perform, Resque scheduler maintains a delayed queue, which stores jobs that are scheduled to be run eventually, but which should not be executed now. This, finally, is where our push jobs are stored. Whenever an assignment is created, a callback calls the resque Scheduler method enqueue\_at(timestamp, jobClass, parameters). This puts a job into the delayed queue which when performed, will send a link to a resident which will take him to the website to record his answer to the question. The server must run yet another background process to poll the delayed queue and determine which if any jobs need to be moved over to active queues. This scheduler process is run from the command line with rake resque:scheduler. It is important to note that both of these processes (rake resque:scheduler and rake resque:work) must be running for the system to function.

Two other tutorials for configuring [Resque and redis](http://blog.togo.io/news/resque-with-redis-to-go/) and [Resque Scheduler and redis](http://blog.togo.io/how-to/resque-scheduler/)

As a caveat to this whole discussion, this is how the application is intended to work, but there are bugs which unexplainably stop this from actually happening. See this Stack Overflow post for a description of the problem: [Stack Overflow Resque Scheduler error](http://stackoverflow.com/questions/15858776/mysql-error-using-resque-with-rails-table-does-not-exist)

In addition I’ve opened an issue describing the problem on the Resque Scheduler github page [here](https://github.com/bvandenbos/resque-scheduler/issues/215)

Finally, since our Doctors are working on a budget, it is important to note that the use of this Resque scheduler application requires background processes that if run all the time would cost a lot to run (about $70 per month on Heroku’s service, perhaps less on production servers). We chose Heroku because it has free hosting services, but in order to run these jobs, an open source module called Heroku Autoscaler is reuired. This module automatically scales up the server to devote processing power toward the Worker and Scheduler processes when they are run and then scales them down when they complete. Using this autoscaler it is possible to use Resque Scheduler with Heroku for free. Importantly though, to implement this all Active Record Models and Job classes must extend the module. See [this](http://verboselogging.com/2010/07/30/auto-scale-your-resque-workers-on-heroku) and [this](http://blog.togo.io/news/resque-with-redis-to-go/) page for more details on the Autoscaler.

There will doubtless be some issues fully integrating Resque scheduler into the Heroku app but because we could never get Resque running, we were unable to fully flesh out the isues.

**Layouts**

We use Twitter’s bootstrap layouts as a tool for styling our website. Refer to Twitters Documentation about how to integrate their layouts into further extensions of the app. One thing to note about layouts is that all assets in the assets folder need to be “precompiled” before uploading to heroku or Heroku will not work AT ALL**. You must run “rake assets:precompile”** to do this and then make sure to commit the resulting file to the heroku repository. Note the precompile command will take a while (~5 min) to run as the process is quite slow.

**Notable code:**

The following files are primarily associated with Resque Scheduler and are prime candidates for the bug that is making the scheduling system not work.   
1 App/jobs/scheduler\_job.rb  
2 config/initializers/resque.rb  
3 lib/tasks/resque.rake

The heroku autoscaler module lives here: lib/heroku\_resque\_auto\_scale.rb  
You shouldn’t need to edit this module unless something changes. . .

A Mail interceptor that catches all outgoing mail and redirects it to a hardcoded email (so you don’t spam users or fake email addresses) lives here: lib/MailInterceptor  
YOU SHOULD CHANGE THE HARDCODED EMAIL IN THIS FILE. It is currently set to send the email to my (will nance’s) personal email address. I do not want these messages and I’m sure you will in order to test that it works.

Furthermore, config/initializers/setup\_mail.rb contains the username and password information associated with the website’s gmail address. Sending mail from gmail is free so we set up an account for the application. The is code at the bottom to register the mail interceptor with the app. Notice at the end I’ve commented out a conditional that limits the interceptor to work only in development mode. You’ll want to uncomment this line to send emails correctly in production mode when you are sure that you’ve fixed the bugs with the scheduler.

**Creating a temporary Admin Account**

When you first initialize the website the list of admins will be empty, thus you will not be able to enter the website because there won’t be any login information. To fix this enter the rails console (command: rails console , or if on heroku: heroku run rails console) and enter the following command to get access to the site:

admin = Admin.create( :firstName => "john", :username => "adminadmin", :lastName => "doe ", :email => "nobody@nowhere.com" , :password => "password")

This will create an admin account with the username adminadmin and password password. You can then log in with this username, create the appropriate admin accounts from the GUI and then delete the temporary admin account.

**RedisToGo account**

This is the supporting account that maintains the redis queues used by resque. The url for the database is hardcoded in **config/initializers/resque.rb**   
as well as the email and password (wllnance ‘at’ gmail ‘dot’ com and doctorselfstudy respectively). **These should be changed** to the developer’s email when you take over this project. Editing the user account info online is trivial here: <https://redistogo.com/account/edit?language=en>

**Doctor Self Study gmail account**:

Username : Doctorselfstudy  
Password: dsspassword

**Troubleshooting**

First of all, using a mac or Linux is a million times easier than using windows with Ruby on rails. I would Strongly recommend using a \*nix system to develop on. As a warning you should know that the code in the current state is not completely platform agnostic. There are some errors that persist on Linux machines that we suspect have to do with case sensitive vs non-case sensitive systems when switching to a linux or mac I believe there may be errors in the users controller and don’t guarantee there aren’t other OS bugs because we developed on windows. However, I would argue that the stability from using a Unix setup outweighs these problems. If you get strange SQL errors where a field you know should be there doesn’t exist, there is likely a camel-cased variable or database column name that is causing the problem. Refactoring variables and column names to use under\_score names versus camelCase will probably resolve most of these problems. Also note that Heroku and most production servers are Linux-based so developing in a Unix environment will save you some surprises when deploying. That said here are some troubleshooting tips.

Netbeans says server is already running? Delete files in tmp/pid/ and try again

If you get an error relating to SSL errors and persistence during bundle install, try following the steps here: <https://gist.github.com/fnichol/867550>

If you have an issue with running the app where it can’t find a gem which you know is installed, try running this from command line in the application directory (note there are two dashes): bundle install –path vendor/cache

Error relating to coffee scripts on windows 8? Need to install therubyracer but can’t? Try this: <https://github.com/hiranpeiris/therubyracer_for_windows>

Still hate your life and can’t install therubyracer? So did we, but this will point you in the right direction: <http://stackoverflow.com/questions/6356450/therubyracer-gem-on-windows>

Still hate your life and can’t get it to work on window? See above where I say that you shouldn’t use Windows to develop for this project (or Ruby on Rails in general). Try this: [Ubuntu Wubi installer](http://www.ubuntu.com/download/desktop/windows-installer)